**import** pandas **as** pd

**import** seaborn **as** sns

**import** numpy **as** np

**from** sklearn.preprocessing **import** LabelEncoder

**from** sklearn.model\_selection **import** KFold, cross\_val\_score

**from** sklearn.model\_selection **import** train\_test\_split

**from** imblearn.under\_sampling **import** RandomUnderSampler

**from** sklearn.metrics **import** RocCurveDisplay, confusion\_matrix, roc\_auc\_score, classificatio

**from** sklearn.linear\_model **import** LogisticRegression **from** sklearn.neighbors **import** KNeighborsClassifier **from** sklearn.ensemble **import** RandomForestClassifier **from** sklearn.ensemble **import** AdaBoostClassifier

In [27]:

date\_columns **=** ["Timestamp"]

df **=** pd.read\_csv("ddos\_dataset.csv", parse\_dates**=**date\_columns,index\_col**=None**) df.head()

C:\Users\ADMIN\AppData\Local\Temp\ipykernel\_7616\3645980268.py:2: UserWarnin g: Could not infer format, so each element will be parsed individually, fall ing back to `dateutil`. To ensure parsing is consistent and as-expected, ple ase specify a format.

df = pd.read\_csv("ddos\_dataset.csv", parse\_dates=date\_columns,index\_col=No ne)

Out[27]:

**Timestamp Fwd Pkt Len Mean**

|  |  |
| --- | --- |
|  | **Flow ID** |
| 172.31.69.28- |
| **0** | 18.216.200.189-80- |
|  | 52169-6 |
|  | 172.31.69.25- |
| **1** | 18.219.193.20-80- |
|  | 44588-6 |
|  | 172.31.69.25- |
| **2** | 18.219.193.20-80- |
|  | 43832-6 |
|  | 172.31.69.25- |
| **3** | 18.219.193.20-80- |
|  | 53346-6 |
|  | 172.31.69.28- |
| **4** | 18.218.55.126-80- |
|  | 57856-6 |

2018-02-22

**Fwd Seg Size Avg**

**Init Fwd Win Byts**

**Init Bwd Win Byts**

**Fwd Seg Size Min**

**Label**

00:27:57 233.750000 233.750000 -1 32768 0 ddos

2018-02-16

23:18:14 0.000000 0.000000 -1 225 0 ddos

2018-02-16

23:23:20 114.333333 114.333333 -1 219 0 ddos

2018-02-16

23:22:41 233.750000 233.750000 -1 211 0 ddos

2018-02-21

23:49:25 233.750000 233.750000 -1 32768 0 ddos

df.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 500000 entries, 0 to 499999 Data columns (total 8 columns):

# Column Non-Null Count Dtype

1. Flow ID 500000 non-null object
2. Timestamp 500000 non-null datetime64[ns]
3. Fwd Pkt Len Mean 500000 non-null float64
4. Fwd Seg Size Avg 500000 non-null float64
5. Init Fwd Win Byts 500000 non-null int64
6. Init Bwd Win Byts 500000 non-null int64
7. Fwd Seg Size Min 500000 non-null int64
8. Label 500000 non-null object

dtypes: datetime64[ns](1), float64(2), int64(3), object(2) memory usage: 30.5+ MB

In [29]:

df[['Source', 'Destination', 'Source Port', 'Dest Port', 'Other']] **=** df['Flow ID'].str.spli df.head()

Out[29]:

**Flow ID Timestamp Fwd Pkt**

**Len Mean**

**Fwd Seg Size Avg**

**Init Fwd Win Byts**

**Init Bwd Win Byts**

**Fwd Seg Size Min**

**Label Source**

172.31.69.28-

**0** 18.216.200.189-

80-52169-6

172.31.69.25-

**1** 18.219.193.20-

80-44588-6

172.31.69.25-

**2** 18.219.193.20-

80-43832-6

172.31.69.25-

**3** 18.219.193.20-

80-53346-6

172.31.69.28-

**4** 18.218.55.126-

80-57856-6

2018-02-22 233.750000 233.750000 -1 32768 0 ddos 172.31.69.28

00:27:57

2018-02-16 0.000000 0.000000 -1 225 0 ddos 172.31.69.25

23:18:14

2018-02-16 114.333333 114.333333 -1 219 0 ddos 172.31.69.25

23:23:20

2018-02-16 233.750000 233.750000 -1 211 0 ddos 172.31.69.25

23:22:41

2018-02-21 233.750000 233.750000 -1 32768 0 ddos 172.31.69.28

23:49:25

In [30]:

df **=** df.sort\_values("Timestamp")

*# Dropping Timestamp and ports (not sure about the data for ports hence deleting for safety*

df **=** df.drop(columns**=**["Timestamp", "Source Port", "Dest Port", "Other"]) df.head()

Out[31]:

**Init**

**Init**

**Fwd**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Flow ID** | **Fwd Pkt Len Mean** | **Fwd Seg Size Avg** | **Fwd Win Byts** | **Bwd Win Byts** | **Seg Size Min** | **Label** | **Source** | **Destinati** |
|  | 192.168.1.104- |  |  |  |  |  |  |  |  |
| **13318** | 203.73.24.75- | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos | 192.168.1.104 | 203.73.24. |
|  | 19754-80-6 |  |  |  |  |  |  |  |  |
|  | 192.168.1.104- |  |  |  |  |  |  |  |  |
| **21539** | 203.73.24.75- | 45.500000 | 45.500000 | -1 | 5840 | 0 | ddos | 192.168.1.104 | 203.73.24. |
|  | 19817-80-6 |  |  |  |  |  |  |  |  |
|  | 192.168.1.104- |  |  |  |  |  |  |  |  |
| **87259** | 203.73.24.75- | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos | 192.168.1.104 | 203.73.24. |
|  | 19824-80-6 |  |  |  |  |  |  |  |  |
|  | 192.168.1.104- |  |  |  |  |  |  |  |  |
| **61071** | 203.73.24.75- | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos | 192.168.1.104 | 203.73.24. |
|  | 19830-80-6 |  |  |  |  |  |  |  |  |
|  | 192.168.1.104- |  |  |  |  |  |  |  |  |
| **5143** | 203.73.24.75- | 39.333333 | 39.333333 | -1 | 5840 | 0 | ddos | 192.168.1.104 | 203.73.24. |
|  | 19881-80-6 |  |  |  |  |  |  |  |  |

In [32]:

df[['SourceIP\_1', 'SourceIP\_2', 'SourceIP\_3', 'SourceIP\_4']] **=** df.Source.str.split('.', exp df[['DestinationIP\_1', 'DestinationIP\_2', 'DestinationIP\_3', 'DestinationIP\_4']] **=** df.Desti df **=** df.drop(columns**=**["Source", "Destination", "Flow ID"])

df.head()

Out[32]:

**Label SourceIP\_1 SourceIP\_2 SourceIP\_3 S**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | | | **Init** | **Init** | **Fwd** |
|  | **Fwd Pkt** | **Fwd Seg** | **Fwd** | **Bwd** | **Seg** |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Len Mean** | **Size Avg** | **Win Byts** | **Win Byts** | **Size Min** |  | |
| **13318** | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos 192 168 | 1 |
| **21539** | 45.500000 | 45.500000 | -1 | 5840 | 0 | ddos 192 168 | 1 |
| **87259** | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos 192 168 | 1 |
| **61071** | 0.000000 | 0.000000 | -1 | 17520 | 0 | ddos 192 168 | 1 |
| **5143** | 39.333333 | 39.333333 | -1 | 5840 | 0 | ddos 192 168 | 1 |

df.isna().sum()

Out[33]:

Fwd Pkt Len Mean 0

Fwd Seg Size Avg 0

Init Fwd Win Byts 0

Init Bwd Win Byts 0

Fwd Seg Size Min 0

Label 0

SourceIP\_1 0

SourceIP\_2 0

SourceIP\_3 0

SourceIP\_4 0

DestinationIP\_1 0

DestinationIP\_2 0

DestinationIP\_3 0

DestinationIP\_4 0

dtype: int64

In [34]:

le **=** LabelEncoder()

df['Label'] **=** le.fit\_transform(df['Label']) df.head()

Out[34]:

**Init**

**Init**

**Fwd**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Fwd Pkt Len Mean** | **Fwd Seg Size Avg** | **Fwd Win Byts** | **Bwd Win Byts** | **Seg Size Min** | **Label** | **SourceIP\_1** | **SourceIP\_2** | **SourceIP\_3 S** |
| **13318** | 0.000000 | 0.000000 | -1 | 17520 | 0 | 1 | 192 | 168 | 1 |
| **21539** | 45.500000 | 45.500000 | -1 | 5840 | 0 | 1 | 192 | 168 | 1 |
| **87259** | 0.000000 | 0.000000 | -1 | 17520 | 0 | 1 | 192 | 168 | 1 |
| **61071** | 0.000000 | 0.000000 | -1 | 17520 | 0 | 1 | 192 | 168 | 1 |
| **5143** | 39.333333 | 39.333333 | -1 | 5840 | 0 | 1 | 192 | 168 | 1 |

sns.countplot(df['Label']);

**![](data:image/png;base64,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)**

In [36]:

X **=** df.drop('Label' , axis **=** 1) y **=** df['Label']

RUS **=** RandomUnderSampler(random\_state**=**42) X\_rus, y\_rus **=** RUS.fit\_resample(X,y)

In [37]:

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(X\_rus, y\_rus, test\_size**=**0.3, random\_sta

models **=** {"Logistic Regression": LogisticRegression(), "Random Forest": RandomForestClassif "KNN": KNeighborsClassifier(), "AdaBoost": AdaBoostClassifier()}

cv **=** KFold(n\_splits**=**10)

**import** time

**def** fit\_and\_score(models, X\_train, X\_test, y\_train, y\_test): model\_scores **=** {}

model\_roc\_auc\_scores **=** {} model\_time **=** {}

**for** name, model **in** models.items(): start **=** time.process\_time()

model.fit(X\_train, y\_train)

model\_time[name] **=** time.process\_time() **-** start

scores **=** cross\_val\_score(model, X\_train, y\_train, scoring**=**'roc\_auc', cv**=**cv, n\_jobs**=** model\_roc\_auc\_scores[name] **=** roc\_auc\_score(y\_test, model.predict\_proba(X\_test)[:,1] model\_scores[name] **=** model.score(X\_test, y\_test)

**return** model\_scores, model\_roc\_auc\_scores, model\_time

In [39]:

model\_scores, model\_roc\_auc\_scores, model\_time **=** fit\_and\_score(models, X\_train, X\_test, y\_t print("ACCURACIES : ")

model\_scores

C:\Users\ADMIN\anaconda3\Lib\site-packages\sklearn\linear\_model\\_logistic.p y:458: ConvergenceWarning: lbfgs failed to converge (status=1):

STOP: TOTAL NO. of ITERATIONS REACHED LIMIT.

Increase the number of iterations (max\_iter) or scale the data as shown in: [https://scikit-learn.org/stable/modules/preprocessing.html (https://scik](https://scikit-learn.org/stable/modules/preprocessing.html)

[it-learn.org/stable/modules/preprocessing.html)](https://scikit-learn.org/stable/modules/preprocessing.html)

Please also refer to the documentation for alternative solver options:

[https://scikit-learn.org/stable/modules/linear\_model.html#logistic-regre ssion (https://scikit-learn.org/stable/modules/linear\_model.html#logistic-re gression)](https://scikit-learn.org/stable/modules/linear_model.html#logistic-regression)

n\_iter\_i = \_check\_optimize\_result( ACCURACIES :

Out[39]:

{'Logistic Regression': 0.95815,

'Random Forest': 0.9999666666666667,

'KNN': 0.9987833333333334,

'AdaBoost': 0.9997}

print("ROC AUC SCORES : ")

model\_roc\_auc\_scores

ROC AUC SCORES :

Out[40]:

{'Logistic Regression': 0.990470871604245,

'Random Forest': 0.9999999299982733,

'KNN': 0.9996129115624995,

'AdaBoost': 0.9999994033186146}

In [41]:

print("Time : ") model\_time

Time :

Out[41]:

{'Logistic Regression': 3.859375,

'Random Forest': 4.078125,

'KNN': 0.421875,

'AdaBoost': 19.125}

model\_compare **=** pd.DataFrame(model\_scores, index**=**['ROC AUC Score']) model\_compare.T.plot.bar();
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In [43]:

clf **=** RandomForestClassifier() clf.fit(X\_train, y\_train)

clf.score(X\_test, y\_test)

Out[43]:

0.9999666666666667

y\_preds **=** clf.predict(X\_test)

conf\_mat **=** confusion\_matrix(y\_test, y\_preds) sns.heatmap(conf\_mat, annot**=True**);
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In [48]:

print(classification\_report(y\_test, y\_preds))

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | precision | recall | f1-score | support |
| 0 | 1.00 | 1.00 | 1.00 | 29851 |
| 1 | 1.00 | 1.00 | 1.00 | 30149 |
| accuracy |  |  | 1.00 | 60000 |
| macro avg | 1.00 | 1.00 | 1.00 | 60000 |
| weighted avg | 1.00 | 1.00 | 1.00 | 60000 |

average\_precision **=** average\_precision\_score(y\_test, clf.predict\_proba(X\_test)[:,1]) print('Average precision-recall score: {0:0.2f}'.format(average\_precision))

Average precision-recall score: 1.00

In [ ]: